

MAY 84

PROGRAM CONTEST:
A NEW PROGRAM CONTEST CONCEPT. THE PROGRAM RUST BE WRITTEN IN CONSOL BASIC AND BE NO LARGER THAN 20 PROGRAM LINES LONG. THE PROGRAMS MAY BE ON ANY SUBJECT AND CONTENT IS ENTIRELY UP TO YOU. PROGRAMS WILL BE JUDGED ON PERFORMANCE, ORIGINALITY, AND COMPACTNESS. PLEASE CONTACT ME FOR DETAILS.

I AM NOW EQUIPED NITH A MODEM AND RS232 CARD AND MAY BE REACHED AT 383_3946.

Tony Bigras

CHALLENGE : FOR EXTENDED BASIC USERS
THE TASK : CLEAR THE SCREEN AND DISPIAY AN X OF *'s
ON THE SCREEN IN A 9 x 9 AREA.
RESTRICTIONS : YOU MUUST USE ONLY 1 PROGRAM LINE, YOU MAY NOT USE EXTRA MEMORY IN ANY WAY.

THE VERSION WITH THE SMALLEST SIZE (after running) WILL BE JUDGED THE BEST.

I INVITE MEMBERS TO SUBMIT TASKS THAT THEY HAVE WRITTEN
ON ONE LINE . THESE WILL BE PRESENTED AS A CHALLENGE IN FUTURE NEWS LETTERS. BRING YOUR SOLUTIONS TO THE TASK TO THE NEXT NEETING.
***************************************************************
IF YOU ARE INTERESTED IN THE ARTICLE IN THE CURRENT ISSUE OF SCIENTIFIC AMERICAN ON COMPUTER RECREATIONS A MEMORY ARRAY REDCODE SIMULATOR" IS AVAIBLE FOR YOUR USE, JUST GIVE NE A CALL.

STEVE MCCUAIG
DON \＆HAZEL TUFFOFD
Z1OO FAFLDW FL
Z1S－402S QUADFA ST
VICTOFIA EC
VICTDFIA EC VEX 4EX
478－1305
479－95．5






| JOHAN VAN IMSCHOOT | ＊ | NICKK SHEMDIN |  |  |
| :---: | :---: | :---: | :---: | :---: |
| 100 VIADUCT AVE WEST | ＊ | $16 \pm 1$ | GAFNET | FD |
| VICTDFIA EC VGX $\mathcal{X} \mathrm{X}$ | ＊ | VICTO | FIA EC | VEF |
| 479－7503 | ＊ | 721－ | Ooz |  |

 HEFEEFT A STAFE $*$ 水 STEVE HOLLAND
188 ATKINS AVE $\quad * \quad 26 O 2$ FEATT FD
VICTOFIA EC VQE ZZQ $\quad *$ VICTOFIA EC VOE ZTB
？ア？？？？＊＊＊4－1ワで
＊

FIUSS WATSON $\quad *$ TED SIEFMACHESEY E MAFE SHAFE

470 EAFFOW FD
\＃2 2229 UICTOF ST
FR \＃2 VICTORIA EC VQE SE4
VICTOFIA EC
478－3405
502－6612


| TONY EIGFAS | $*$ | STEFHEN MILLS |
| :--- | :--- | :--- |
| 644 EELTON AVE | $*$ | EOOMAFLISA FL |
| $V I G T O F I A E C ~$ | $*$ | VICTOFIA EC |
| SEGO4E | $*$ | $474-1947$ |


FAY GALLAGHEF：＊FICHAFD NICOLSON

4296 HAFFY VALLEY RD
1297 DEFEY FD
VICTOFIA EC
VICTOFIA BC VBF 197
479－7460
384－6237
本

WALTEF．LITA FOLDFS EAFFY UIVIAN
791．FATTEFSON FD
EBSO MDFESEY F\＆TFCE
SAANICHTON EC VOS 1 M
SIDNEY EC UBL $4 A 9$
65马ーツ4튼
65－17
 FICHAEL EGEEFTS

## ＊

EOX 1784
1 ALEEFTA DFIVE＊
MACFENZIE EC YOJ $2 C G \quad$ 米
$907-796$

EOE
WILLLINHNGANZ
MIKE SEYMOUR
IOS ST．DAVID ST． VICTORIA BC USS $4 Y 7$ 592－7798

8515 EEXLEY TERC
SIDNEY EC VEL MS $656-3305$

ALLEN E GAGE＊STEVE FAYMEF

139 ST LAWRENCE ST $\quad * \quad 31$ BERWICK ST
VICTORIA EC VdU $1 \times \mathscr{}$
VICTORIA EC USU 1 CB
－82－5778
382－1828




VIC WAGER
4184 BUCKINGHAM FL
VICTORIA
477－8995

ALAN SORENSEN
Z22B SERVICE ST
VICTORIA
592－6790
＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊
DEFER HAMLET
JOHN WYNN
2S7S CENTRAL AVE
＊
VICTORIA
595－256？
＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊
Ken ARMSTRONG：
EARTH HINTS：BY JOHAN VAN IMECHOOT

II AND WveOve FOFTH for the TIPOA／A：
117t BRa4Rujoen DRUE
哌化电

Some hints for absolute beginners：
For TI Forth：Unless you know what you are doing，you are advised not to edit the system disk．At least，edit a copy，not your original．（Actually as there is at least one error on the system di sk，it does need to be edited．？

Also．do Not use disks which have non－Forth material on them．like Basic programs．The reason $1=$ that TI FOPTH is capable of writing onto any formatted diskette it is givens it ignores the dist catalogue，and writes wherever it itself wishes．

If，on purpose or accidentally，you have changed any screen or information brought in by the editor，forth will when loading an other screen automatically lace the modified screen on the diskette．
If you are careful，however，you can look at the material on any diskette using
TI FORTH．For example．you could look perhaps at some ot the words motored on an adventure disketen to see what items you hadn＂t run acerose yet． it vol are worried，vol can tape the write－protect notch temporarily．

As a general rule，whenever you wi En to load mew material into forth，or As sh to look at new screens，you should empty the buffers with the EmFTY－EUFFEFS command．This is especially so when you are using more than one diskette，with different material on each one．If screen 20 as resident in memory for example and you wish to bring in screen 20 from another diskette you cannot do so without some preparation．

The Easiest and surest way $1 \equiv$ EwFTY－EUFFEFE，but that is not always useables since vou may wish to kepo some of the buffer rontents and not others．Suppose you had screens 2 a and 21 from one disketter and now wanted 21 from another， but vou went to feed screen 20 from the first in memory．There is a wav to do this：there is a user varıable im the system which is called fREv．This ソara atle stores the butfer location in fam of the most recently used sereen or block The first two bytes of each screen buffer contain in the first byte an uodate flag．and in the second the screen number．（For woove Forth there is additionall $\begin{gathered}\text { device offaet contained in thig number．which tella whether the }\end{gathered}$ sareen belongs on Lei．DSki：DSK2．or DSF゙，．

Thus：if you give the command HEX FFEV $\underset{y}{ }$ U．the address of the 1 ast aceessed screen buffer is printed gut in Mexadecimel．（ f retrieves the variablevalue， and U．prints the number out $\equiv$ a an unsigned number．＂．
Thus FREv E E L．will print out the first two bytes of the buffer giving you the screen number．We are interested in ohanging the screen number．let＂$\equiv$ agy．
 not included bossibly needed offsets in the ease of wycove：i In this command． the ！does the storing（like a poke）to the value（as an address）placed on the staul by the tu In this command the $n$ is the new soreen number．Now that screen has a mew number，though the material is still the same．it is however considered non－updated material because the update figg hament been set along with the screen number．The first bit of the first two bytes of the buffer must be a 1 to show it has been uodates only then will the FLusH command eause it to be seved to disk．GThe automatic replacement policy when new soreens are brought in．could then alsa save it．and wouldn＇t otherwise．$\quad$ An Esample of making the latest screen have a new number that is uodated：
HEX Bozo FFEV $!$ DECIMAL will Gause screen number ez（in decimaly to be the number of the 1 atest screen，and the 8 marks it as updated．
An easier way to cause the latest sureen to be updated is to use the command UFDATE．An easy way to cause z ecreen to be the latest acoessed is to edit it LIST it．as in 20 LIST．Then the FFEV veriable will contain its address．

Cnce you get on to it，it is not really all that complicated once you play with it a few times，जnd is worth gettimg to know if youre going to be using Forth．And to revert to our previous example of wanting to bring in the new screen 21 without emptying the buffers：we simply do 21 LIST，for example． followed by o FFEV $\operatorname{B}$ ！（TFFF in hex is better，but harder to enter）． Actual I $\begin{gathered}\text { any number without the update flag ghould do，but it is best to use a }\end{gathered}$ number that isn＇t passible．（In TI Forth．O is a possible screan number only if you reset the DISF＿LO yariable）Now rou can bring in the new sereen 21.

In general，it is beet to start an editing session，or a loading session， with EMPTY EUFFEFE．It is also a oood command to use after fooling around：I accidentallv destroyed one soreen without tnowing it．All i had dome was look at some sereens in an editor．then switched to another dishettex but I must have accidentally hit a bey in the editor typing on the soreen contents，or ohanging them the editor shouldn＊t modate otherwise），and thus unbernownst to me．the screen wes considered updated；and automatically rewritten to disk．
Unfortumately，the dift：was by then a different one，and the sereen did not belong on it．In the process it toot：the place of one that did！

So user beware－though the automatic screen replacement svstem almost a virtuai memory svstem has definite advantages it has decided disadrantages in its oresent simplistic format．If 三creens were identified by digkette as well as bv＝creen number，this orablem would be relieved．

For the mot auite beginmer i＇ve got another hint Eoncerming programming an FOFTH，AIthough FOFTH is totally interactive，and each piece of the program can be independently tested，making for greater ease in program development．there is one tremendous drawback．In Forth most parameters to moutines are passed on the data stack．This stack $i \equiv$ available to all routimes．Much of forth code is concerned with manipulating the order of the data on this stacti and retrieving j． f ศom this stack．This particular code is urreadable in the sense that it offers no Glue as to what $i s$ going on．The code itself must carefullv be worted out．in many ways like doing a puazle：how do I get the 4th item to add with the 3nd．then compare it to the Jd，sort of thing．．＂．The lesson is．feep vour routines short，and the parameters to them as few as possible．Three should be the highest number to consider as a generel rule．and even that is too much．of course，it is the mature of the routine which decides how many parameters it needs，Eo keep the routines short．（They are that way also more flexible．） Vari ables are useful for items which need to be remembered and used at various times in the program．Variables use up memory soacen stacked parameters domot． Finally still in regard to stack manipulation，it i＝very lmportant not only to chect that a routine uses up its parametere properly but that it algo leaves on the stack onlv those items which it should leave，even if that is nome．check each branch of the routine．If the routine leaves＂pollution＂on the staclin the routine itself may function properly，but the polluted stack will probably affect other routines further on adversely：especially if the polluting routine was a nested one．That sort of bug Gan be hard to trace downa（I speak from evoerience，三ince I am somewhat Forth 口asses parameters on a common stact：qives it some of its speed．and saves memory，but it also greatly complicates the writing，testing．and maintenance of FOFTH code，and is my bjggest complaint about it．if you do not place comments in vour Fofith programs，you will not recall what is going on with the code two weets after vou wrote it．To．be wise，at least place the before and after par ameters for each routine in a comment after the routine name sas is standard practice）：It is not essy to tell from the code what parameters are required． or even how many．SThe latter would be obvious say．in Fascal．or Extended
 soumce of most of the bugs．FINALLY，a quite dangerous，and harku stact：
 apoeare to be standard F口FTH oractice．but $-a n$ get you into a lot of troubles so should be done with caution．

Other than that．I have no great hints for beginning Fofit users．It is the best lanquage presently available on the $T$ for simply playing with the machine，and exploring its features，interactively．Though it is to my mind far from satisfactory as a language，it may well be the best we curmently have for the TI Gexcept for those who have the F－Gode peripheral）．Certainlv both LOGD and EXTENDED EASIC are preferable from areadebility and a learning viewpoint．but meither of those offer much in the way of speed，and both limit one＂$s$ access to the machine．Therefore F口FTH has a definite place in our libramy of languages．It $i=m u c h$ easier to use than AsEembly banguage，yet will allow the user to accomplish most anything he would wish．To those willing to exolore the mysteries of the TIPG；4A：GO FOFTH！


```
THE G-FUZZLE
    Extended
        basic
        *******
        *1 工 %*
        *4 56*
        *7 8 *
        *术水水米*
            by
        TONY EIGFAS
```

```
100 DIM TILE(?) * makE array form tiles.
```

100 DIM TILE(?) * makE array form tiles.
I10 FANDOMIZE
I10 FANDOMIZE
120 CALL MAGNIFY(2) * set sprite size for dblsize i used sprites for the tiles.
120 CALL MAGNIFY(2) * set sprite size for dblsize i used sprites for the tiles.
130 FANDOM* ="973815642137845762587194625491356275415255798"
130 FANDOM* ="973815642137845762587194625491356275415255798"
1.40 FANDOMF=FANDOM\$6"265751849%614592785569218746E1598724184955672"
1.40 FANDOMF=FANDOM\$6"265751849%614592785569218746E1598724184955672"
150 FANDOMF=FANDOMक\&"S51754892.45628719748961552896745E21987654.21"
150 FANDOMF=FANDOMक\&"S51754892.45628719748961552896745E21987654.21"
160 FGNDOM\&=FANDOM手"7418529,3238495617514796258248135697891743265"
160 FGNDOM\&=FANDOM手"7418529,3238495617514796258248135697891743265"
＊mate ane big string with the scrambled patterns for the puzales．
17O MDYES=-1 * this qets incremented before it is first displaved.
180 (:1), x(2), x(3)=73 *
1.90 X(4), X(5), X(S)=89 * sets the }X\mathrm{ and Y coordinates for the sprites
Oof X(7),X(8), X(9)=105 * that are used to displav the tiles.
210 Y(1),Y(4),Y(7)=105 *
220 Y(2),Y(5),Y(B)=121 *
ZO Y(B),Y(b),Y(9)=1उ7 *
240 CALL CLEAF:
25 DISFLAY AT(24,5)EEEF:"release aloha-lock"
* both the arrow beys and the joysticks are usable if alpha-lock is up!
260 CALL COLDF(14,16,7)
270 CALL CHAR(142,"0000000000000000FFFFFFFFFFFFFFFFF")
* sets game color and initialmzes chareater patterns.
* all values have been initialized *
2QO FDF T=F2 TD 112 STEF B *
200 CALL HCHAF:1+T,G,14,14S,6) * draws a bxt white rectangle on the screen.
ZOO NEMT T *
IN CALL HCHAF(?,14.142.6) *
320 CALL HCHAF:(16.14.142,b) * draws a red border around the rectangle.
EO CALL VCHAF (7,12,142,8) *
T4O CALI VCHAF(9,2O,142,8) *
SO FOF T=1 TO E : CALL SFFITE(\#T,T+4日,2,24O,1OO): NEXT T
OO CALL SFFITE(\#9.14%,9.240,100)

```
＊sets sprite patterns to 1 thru 8 and asolid and holds them off screen．
```

G70 JUMELE*=SEGF(FANDONF:(INT(FND*2O)+1)*9-B,口)
SO FOF: T=1 TO O
S90 TILE(T)=VAL (SEG* (JUMELE宷,T,1))
40O IF TILE(T)=O THEN ELANF=T
41O NEXT T

* randomly selects pseudomrandom patern from FANDOMs and loads the pattern
* into the TILE() array.

```

* puts the sprites on the screen in scrambled pattern.
43 GOSUE 690 * start game enter play loop at end of loop to put MOVES on screen
440 CALL JOYSTK (I,K, S) * call JOYSTE to scan input from feys and from ioysticts.
* JoysT\& converts joystict: input to call key (i, \(\%\) s) output.
450 IF \(\Xi=0\) THEN 440 * if no input then ask for input agein.

    * then the player wants to end game or pict: a different pattern. or both.


490 IF ELANESS THEN 440 * if down move not legal at this time then ast: again.
GOO TEMF=ELANEX * TEMF = new position of sprite \#g solid.
Sio gosue sto * go move the tile.
520 IF 世 \(\because\) THEN 560 *
EO IF ELANF\& 4 THEN 440 * 三ame as above exepet in up direction.
E4O TEMF=ELANE-
5 EO 505 AB 60
\(*\)
\(*\)
\(*\)
```

56 IF YQ THEN कOO *
BO IF BLANH=S OF BLANK=E OF ELANK=9 THEN 440 * Same but to the right.
EBO TEMF=ELANK+1
EO GOSUE 660
OO IF \&<XT THEN 649 *
EIO IF ELANK=1 OR ELANK=4 DF ELANE=7 THEN 440 * Eame but to the left.
620 TEMF=ELANK-1
SO GOSUE 6GO
o40 GOTO 440 * this 1s the end of the play lopp start over again.
650 GOTO 650 * this is left over from program development!
boO TILE(ELANK)=T]LE(TEMF) * this is where the tile get moved aroumd.
ST TILE(TEMF)=9 米 have to keep tramb of what was and what wila be.
6BO DALL LOCATE(\#TILE(ELANAO) X(BLANE):Y(ELANE)): : CALL LDCATE(\#TILE(TEMF).X(TEMF
\because(TEME):品 ELANH=TENF

```
```

GOO MOVES=MOVES+1 : : DISFLAY AT (4,11):"MOVES":MOVES
700 CALL SOUND (40,1400,1,4000,5,3000,15)
T1O FETLFN

* this is where we came to
* enter the play loop from
* line 4>0
* this shows moves mates noise and return from whence it came.

```
```

